Abstract

Three conditions are usually given that must be satisfied by a process in order for it to be called a computation, namely, there must exist a finite length algorithm for the process, the algorithm must terminate in finite time for valid inputs and return a valid output, and finally the algorithm must never return an output for invalid inputs. These three conditions are advanced as being necessary and sufficient for the process to be computable by a universal model of computation. In fact, these conditions are neither necessary, nor sufficient.

On the one hand, recently defined paradigms show how certain processes that do not satisfy one or more of the aforementioned properties can indeed be carried out in principle on new, more powerful, types of computers, and hence can be considered as computations. Thus the conditions are not necessary.

On the other hand, contemporary work in unconventional computation has demonstrated the existence of processes that satisfy the three stated conditions, yet contradict the Church-Turing Thesis, and more generally, the principle of universality in computer science. Thus the conditions are not sufficient.

1 Introduction

SUM ERGO COMPUTO
(I am therefore I compute)
Motto of the School of Computing, Queen’s University
What does it mean “to compute”? This is a question paramount in computer science, for *computation* is the essence of our field. Having a solid definition of the process of computation would ensure that the discipline rests on a firm foundation. However, such definition is lacking and there is no sign of one being agreed upon. Many see the absence of a definition as a weakness, others as a strength. To illustrate, consider the following questions:

1. Is computation the process of performing arithmetical calculations?
2. Do logical operations qualify as computations?
3. What about text, image, and sound processing?
4. Is reading an input from the outside world (for example, by transforming a physical quantity such a temperature into a number expressed, again for example, as a binary string) a computation?
5. Is producing an output that operates on the outside world (like a thermostat controlling temperature in a room) a computation?
6. Or is computation limited to what a particular computational model [38, 41, 52] (such as the Turing Machine, the Random Access Machine, the Cellular Automaton, and so on) is capable of doing?
7. Perhaps computation is reduced to the evaluation of recursive functions [29]?
8. Can the neurons in our brain be said to compute [12]?
9. More unconventionally, are physical phenomena computations? Can a chemical reaction be considered a computation? What about cell multiplication, DNA replication, or electron spin, do they qualify?
10. Is computation present in myriad natural occurrences [17], from reproduction in ciliates [28] to quorum sensing in bacterial colonies [34], from respiration [9] and photosynthesis [47] in plants to the migration of birds [13] and fish [51], and from morphogenesis [10] to foraging for food [1] to human cognition [46, 35]?
11. Are all of the above computations? If not, which ones are not, and why?
12. More importantly, if indeed all these can be viewed as computations, is the list exhaustive?

The lack of a strict definition of what it means to compute, is in fact a blessing in disguise, for it is a witness to the vitality and depth of computer science, and its ever evolving nature.
2 The Church-Turing Thesis

“It can also be shown that any computation that can be performed on a modern-day digital computer can be described by means of a Turing machine.”

John E. Hopcroft and Jeffrey D. Ullman, Formal Languages and their Relation to Automata, Addison-Wesley, 1969

The founders of the field of computer science, all of them mathematicians (namely, Turing, Church, Kleene, Gödel, Post, von Neumann, and others), felt that computation is equivalent to function evaluation. Specifically, for a function $f$: Given $x$, calculate $f(x)$. It was a simple and tight definition. And since the (then) recently-invented Turing Machine did just that (specifically, evaluate functions over the integers), the definition was not only convenient, but also persuasive.

However, the founders, and their successors, knew better. When they decided to make a statement about what it means to compute, they did not formulate it as a theorem, but rather as a conjecture. Hence was born the famous Church-Turing Thesis, according to which everything computable can be computed by a Turing Machine. This interpretation of the Church-Turing Thesis, given in the quote above, continues to be the one most widely adopted by today’s computer scientists (see, for example, [22, 26]).

For our purposes in this paper, we note here this important detail: The statement is a thesis and not a theorem exactly because of the difficulty of defining precisely what it means to compute.

3 The Three Conditions

Notwithstanding its status as a conjecture, the Church-Turing Thesis is generally believed to be true by the majority of computer scientists. This belief stems from two observations:

1. All commonly known computations to date, no matter how complex, can be executed (in principle) on a Turing Machine.

2. All attempts to define extensions and variants of the Turing Machine, and all attempts to define new models of computation (such as, for example formal grammars, or recursive functions), end up with models that are equivalent to the basic Turing Machine.

A ‘belief’ is not a proof, however, and no one would seriously propose to define ‘to compute’ as ‘what the Turing Machine does’, regardless of how ‘universal’ the Turing Machine appears to be. Such a definition would turn the Church-Turing Thesis into a tautology, which is clearly not very helpful. (As it turns out, both of the aforementioned observations will be shown to be incorrect later in this paper.)

In an attempt to characterize what a computation is, as generally as possible and independently of models, the following three properties are often used (see, for example, [21, 36]):
1. There exists a finite length algorithm to carry out the computation.

2. For valid inputs, the algorithm terminates in unbounded but finite time, using unbounded but finite space, and returns a valid and correct output.

3. For invalid inputs, the algorithm always fails to return an output; it either hangs, or runs forever, never terminating.

These three conditions are advanced as being necessary and sufficient conditions for a process to be computable by a universal model of computation, such as, for example, the Turing Machine [16, 45].

4 Consequences: Computable And Uncomputable

The three conditions in section 3 allow us to divide processes into two classes, those that are computable and those that are uncomputable. Thus:

1. Those processes that satisfy the three conditions are computations: They are computable by a universal model of computation.

2. Those processes that do not satisfy one or more of the conditions are not computations: They are not computable by any model of computation.

For example, the process of sorting a sequence of items on which a linear order is defined, satisfies the three conditions. Sorting, therefore, is computable.

By contrast, there does not exist an algorithm for determining in finite time whether an arbitrary program will terminate when operating on an arbitrary input. Thus, the Halting Problem, as it is widely known, is uncomputable.

The implication here is that the three conditions are necessary and sufficient for a process to be a computation.

In the remainder of this paper we show that the three conditions in section 3 are neither necessary nor sufficient.

5 Counterexamples To Necessity

Over the last several years, an increasing number of computer scientists began to question the necessity of the three conditions of section 3. The question they posed is: Can a process violate one or more of the conditions and still be called a computation? Their work suggests that the answer is affirmative. We show two examples of their results.
5.1 Hypercomputation: How To Compute The Uncomputable

“Might not a man’s skill increase so fast that he performed each operation in half the time required for its predecessor? In that case, the whole infinite series would take only twice as long as the first operation.”

Bertrand Russell,
The Limits of Empiricism,
Proceedings of the Aristotelian Society, 1935

The new field of study known as hypercomputation aims to demonstrate how a change in our thinking about computation leads us to solve problems previously thought to be unsolvable [42]. Consider, for instance, the Halting Problem. It is said to be uncomputable because it violates the first condition in section 3. However, the problem can be readily solved by an accelerating machine, that is, a machine that doubles its speed at every step. Given a program and its input, the accelerating machine executes the program on its input, performing the first instruction in one second, the second in one-half of a second, the third in one quarter of a second, and so on. After exactly two seconds the question as to whether or not the program terminates on its input is settled [14, 23]. Proposals for implementing accelerating machines, as well as several other hypercomputational approaches to solving the Halting Problem, including quantum and relativistic ones, are reviewed in [3].

5.2 Nonterminating Processes

Another school of thought concerns itself with processes that violate the second condition in section 3: Termination on a valid input. Many processes, it is pointed out, never terminate but rightly qualify as computations. Examples include operating systems, monitoring systems, the Internet, and so on [11, 18, 25, 48]. These are clearly computations yet they violate the termination condition.

The conditions of section 3 are therefore not necessary for a process to be called a computation.

6 Nonuniversality: A Counterexample To Sufficiency

It is possible for a process to be eminently computable, but not computable by a ‘universal’ computer. This is not a paradox. We prove in this section that there exist processes that satisfy the three conditions of section 3, and yet cannot be computed (neither in theory nor in practice) by a computer that is fixed once and for all.

Here, a time unit is defined as the time it takes the fastest available processor to perform a constant number of elementary operations (such as basic arithmetic and logic operations, pairwise exchange, and so on).
A general formulation of the nonuniversality result is as follows. Let $U$ be a putative universal computer. By definition of a universal computer, $U$ is capable of exactly $T(i)$ operations during time unit $i$, where $i$ is a positive integer and $T$ is a function of $i$, such that for each $i$, $T(i)$ is finite and fixed once and for all. Note that $T(i)$ may be a constant (as for the Turing Machine), or it may vary with $i$ (as for the accelerating machine), but it must be specified in advance and unchangeable. It follows that $U$ cannot be universal, for there exists at least one computation that $U$ cannot perform, namely, a computation requiring $V(i)$ operations during time unit $i$, where $V(i) > T(i)$ for at least one $i$. Therefore, no computer is universal. [3] – [8], [32], [33].

In the remainder of this section we present two computational problems, each of which serving as a counterexample to the existence of a universal computer, and consequently to the sufficiency of the conditions in section 3.

6.1 Computing Under Mathematical Constraints

“In computation is much like life. The beginning is known and the end is more or less predictable and rather uninteresting. More important, and far more exciting, is what happens between the start and finish, and how it happens; that’s what matters.”

Josh Mozersky, Department of Philosophy, Queen’s University, Personal communication, 2013

In order to disprove sufficiency, we define two problems that belong to a class of computations in which each step must obey a mathematical constraint [32]. In these computations, the process of arriving at the final result is no less important than the result itself. In other words, here the journey counts as much as the destination. While it is true that we are interested in the outcome of the computation (this being the destination), for this class we are more concerned with how the result is obtained (namely, there is a constraint that must be satisfied throughout all steps of the algorithm, this being the journey). It is worth emphasizing in this context that the constraint to be satisfied is germane to the problem itself; specifically, there are no restrictions whatsoever on the model of computation or the algorithm to be used. Our task is to find an algorithm for a chosen model of computation that solves the problem exactly as posed. One should also observe that computer science is replete with problems with an inherent constraint on how the solution is to be obtained. Examples of such problems include: Inverting a nonsingular matrix without ever dividing by zero, finding a shortest path in a graph without examining an edge more than once, sorting a sequence of numbers without reversing the initial order of equal inputs, and so on.
6.1.1 Generating Combinatorial Objects

Our first existence proof uses the process of generating all instances of a combinatorial object, such as permutations, combinations, derangements, and so on. Specifically, consider the sequence $S = \langle s_1, s_2, \ldots, s_n \rangle$ of $n$ elements, where $n \geq 2$. A total order $\prec$ is defined on the elements of $S$ such that $s_1 \prec s_2 \prec \cdots \prec s_n$. Now suppose that it is required to generate all $n!$ permutations of the sequence $S$, consecutively in a register $R$ of $n$ positions, where each position of $R$ stores one element of $S$. For our purposes, the following constraint must be satisfied by any algorithm that generates the permutations of $S$: At the end of each time unit, $R$ must contain the next permutation in minimal-change order, that is, each permutation is to differ from the previous one in the least possible way.

This is a nontrivial problem, not only for a sequential (that is, single processor) computer, but even for a parallel computer equipped with $n$ processors, for it is required that each permutation of the $n$ elements of $S$ be produced in $R$ in constant time (specifically in one time unit—a quantity independent of $n$), as well as follow the previously generated one in minimal-change order. There exists an algorithm that executes the required process on a linear array of $n$ processors [2]. Any attempt to solve the problem using fewer than $n$ processors fails, as it cannot satisfy the constraint of having a new permutation appear in $R$ every time unit, and in minimal-change order to boot. Thus while the process is computable, it is not computable by a machine that is fixed once and for all, as a ‘universal’ computer would be [3] – [8].

6.1.2 Sorting With A Twist

A second example of computations obeying a mathematical constraint is provided by a variant to the problem of sorting. For a positive even integer $n$, where $n \geq 8$, let $n$ distinct integers be stored in an array $A$ with $n$ locations $A[1], A[2], \ldots, A[n]$, one integer per location. Thus $A[j]$, for all $1 \leq j \leq n$, represents the integer currently stored in the $j$th location of $A$. It is required to sort the $n$ integers in place into increasing order, such that:

1. After step $i$ of the sorting algorithm, for all $i \geq 1$, no three consecutive integers satisfy:

   \text{ for all } 1 \leq j \leq n - 2.$

2. When the sort terminates we have:


This is the standard sorting problem in computer science, but with a twist. An algorithm for an $n/2$-processor parallel computer solves the problem handily by means of pairwise swaps applied to the input array $A$, during each of which $A[j]$ and $A[k]$ exchange positions (using an additional memory location for temporary storage). A sequential computer, and a parallel computer with fewer than $(n/2) - 1$ processors, both fail to solve the problem consistently,
that is, they fail to sort all possible $n!$ permutations of the input while satisfying, at every step, the constraint that no three consecutive integers are such that $A[j] > A[j+1] > A[j+2]$ for all $j$. In the particularly nasty case where the input is of the form


any sequential algorithm and any algorithm for a parallel computer with fewer than $(n/2) - 1$ processors fail after the first swap [33].

It is interesting to note here that a Turing Machine with $n/2$ heads succeeds in solving the problem, yet its simulation by a standard (single head) Turing Machine fails to satisfy the requirements of the problem. Indeed, suppose that the standard Turing Machine is presented with the input sequence $A[1] > A[2] > \cdots > A[n]$:  

1. It will either use the given representation of the input, and proceed to perform an operation (a swap, for example), in which case it would fail after one step of the algorithm,

2. Or it will transform the given representation into a different encoding (perhaps one intended to capture the behavior of the Turing Machine with $n/2$ heads) in preparation for the sort, in which case it would again fail since the transformation itself constitutes an algorithmic step.

In itself, this is a surprising result, as it goes against the common belief mentioned in section 3 that any computation by a variant of the Turing Machine can be effectively simulated by the standard model [29].

Thus, the two examples of this section prove that the conditions of section 3 are not sufficient for a process to be computable by a universal computer.

7 So, What Is Computation?

“I shall not define macrosociology; instead I shall briefly describe a number of studies in order to draw out the basic procedures they seem to have in common. The examples will be taken from a list which . . . may serve as a temporary implicit definition of the field.”

Paul F. Lazarsfeld,
On Social Research and its Language,
University of Chicago Press, 1993

“I know it when I see it.”

Potter Stewart,
Jacobellis v. Ohio,
United States Supreme Court, 1964
In the second decade of the twenty-first century, it is abundantly clear that computation is too rich, too ubiquitous, and too fundamentally important an idea to be confined to the restrictive straitjacket of inept definitions such as “Computation is what the Turing Machine does”, or “Computation is function evaluation”, and so on. It is also clear that no narrow model-bound definition will do, as new models are continuously being defined in order to capture newly discovered computational phenomena.

One might choose to be content with a definition by cases: A collection of processes, accepted as computations, could be used. This collection will no doubt grow indefinitely. There is nothing wrong with this. Many fields of knowledge use this approach.

However, definitions play a crucial role in an exact science. They provide a standard that unifies and guides the scientific enterprise. And while an all encompassing definition of what it means to compute is not forthcoming, a working definition is needed that is general enough to apply to all of today’s computations, as well as anticipated ones. Hence we venture to propose one such definition here.

The most general definition of computation is as information processing. It is the process of acquiring information from the outside world, transforming it, and providing the outcome to the outside world. This definition of information processing as a series of three step sequences consisting of input, data manipulation, and output applies equally well to computations initiated and controlled by human beings, as well as those occurring spontaneously in Nature without human intent or intervention.

8 Conclusion

“In a sense Nature has been continually computing the ‘next state’ of the universe for billions of years; all we have to do - and actually, all we can do - is ‘hitch a ride’ on this huge ongoing computation.”

Tommaso Toffoli,
Physics and Computation,
International Journal of Theoretical Physics, 1982

“Think of all our knowledge-generating processes, our whole culture and civilization, and all the thought processes in the minds of every individual, and indeed the entire evolving biosphere as well, as being a gigantic computation. The whole thing is executing a self-motivated, self-generating computer program.”

David Deutsch,
The Fabric of Reality,
Once upon a time, biologists thought that, thanks to their knowledge of cells, they had a description of how the world works. And then chemists came along and told us that everything happens at the molecular level. When physicists arrived on the scene, they said no, all the action is at the atomic level. Today, computer scientists are thinking that perhaps things can be explained at the bit level. That is, at the information level.

It may very well be the case that, ultimately, we will have to adopt the point of view, espoused already by many, that at the very bottom everything is indeed a computation [15, 19, 20, 24, 27, 30, 37, 39, 40, 43, 44, 49, 50, 52, 53]. Computation permeates the Universe and drives it. Every atom, every molecule, every cell, everything, everywhere, at every moment is performing a computation. The Universe is a giant computer. In the end, it may very well be the case that, far from being a human invention, computation will turn out to be another magnificent human discovery!
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