Abstract

Web services have greatly leveraged the world of Business-to-Business (B2B) communication and promise a lot more through dynamic service composition. In order to compose Web services into a business process, it is necessary to find suitable services, negotiate and establish Service Level Agreements (SLAs) with the service providers, build a workflow with the selected services and finally execute the workflow while monitoring the performance of the services to verify that the SLAs are satisfied. In this paper, we propose a conceptual framework for a Comprehensive Service Management Middleware (CSMM) to leverage the usability of Web services in business processes. CSMM has a distributed and modular architecture suitable for the distributed nature of Web services and Service Oriented Architecture (SOA) in general. The novel approach of architecting the middleware based on Web service technology can leverage outsourcing of management responsibilities, and thereby, make the most cost effective use of Web services.

1. Introduction

Web services are independent software that are accessible through standard interfaces and provide specific services over the Internet. There are several steps for using a Web service in a business process which can add considerable overhead depending on the type and usage of services, and the complexity of the process. The following steps, as depicted in Figure 1, are common for all service consumers; however, the complexity of each step may vary.

- Service Selection: Select a service based on some predefined criteria to complete a business process or replace a service to recover from failure.
- SLA Negotiation: Negotiate the SLAs based on customer requirements and service offerings.
- Workflow Orchestration: Design a workflow for a business process by organizing selected Web services with properly matched input and output parameters.
- Workflow Execution: Ensure possible error check points, alternative paths to handle exceptions, and corrective measures in the workflow, and thereby, execute it.
- Monitor and Error Report: Monitor the services’ performance to verify compliance with the SLAs and optionally report QoS information to a specified knowledgebase to enable quality-based service selection. Also check for possible failure to allow quick recovery.

All of the tasks listed above present non-trivial problems for composite business processes and can incur significant overhead for both the service providers and the service consumers. Ideally a consumer should be able to use a service like a function call and the additional tasks can be executed by a management service provider in order to simplify and facilitate the use of Web services. In the absence of a management service provider, the service consumers would have to write and maintain proprietary code for the above operations. In this paper, we propose a conceptual framework called the Comprehensive Service Management Middleware (CSMM), where separate modules can provide client-side management services at different steps, thus providing one comprehensive management service to the service consumer.

The rest of the paper is organized as follows. Section 2 illustrates the problems involved in each of the five steps outlined above, namely selecting,
negotiating, orchestrating, executing, and monitoring services to substantiate the necessity of a comprehensive service manager. Section 3 gives an overview of the CSMM. How the framework can be used for a composite Web service process is explained by a scenario in Section 4. Section 5 discusses the existing solutions and the related work on service management. A summary and discussion of the future work concludes the paper in Section 6.

2. Problems in Client-side Service Management

With the growing popularity of Web services, the complexity in each step for creating and executing a Web service process has increased considerably. A service, as described in the requirement specification, may need to be divided into smaller tasks so that matching services can be found. Data conversions and formatting may be necessary to link outputs from one service to the inputs of another service. Service selection criteria can include functional properties, such as performance, reputation, context, and parameters. An ontology specification [12] is deemed inevitable to enable automatic matching of service selection criteria with the service properties. Context matching [8] [11] in service selection is gaining popularity in the area of ubiquitous and pervasive computing.

Negotiation of the Service Level Agreements (SLAs) is important for business processes, particularly when there is a service charge. Negotiation is done based on the service offerings, both functional and non-functional, such as price, quantity, date, availability of the service, throughput, response time, delay, and may include bonus offers. Usually, bilateral bargain type negotiations [4] [9] are performed for Web services, which can consume considerable bandwidth and processing time. The priorities for trade-offs between different issues of negotiation and the service offerings may vary depending on the context of the negotiating parties.

Some of the challenges in building a workflow are verifying the types and compatibility of the parameters of the adjacent Web services in the workflow and linking them properly, establishing check-points at positions in the workflow where errors can most likely occur, and setting the recovery path to possibly continuing the workflow.

Usually the performance of a Web service is monitored to ensure SLA compliance at both the service provider’s end [3] and at the consumer’s end. However, service consumers face a greater challenge in monitoring composite services due to the chaining of the function calls and responses, and the network dependency in measuring some of the functional attributes such as reliability, response time, and service delay [6].

Outsourcing of the above management tasks can reduce the overhead experienced by the consumers and leverage the use of Web services. Although multiple
partial solutions have been proposed, for coherent and seamless management of these tasks a coordinated management framework such as CSMM, is essential.

3. Overview of the Framework

We propose the CSMM as a solution to the problems of client-side management. It contains several distributed modules and knowledge repositories as shown in Figure 2, which together provide complete management functionality as a Web service. Implementation of each of the four main modules in CSMM presents a significant research problem in this area and will be further expanded as the research progresses. In this paper, we present our ideas about how each of these modules can be implemented. The four main modules in the framework are designed as independent Web services and can be invoked separately. We plan to implement these Web service modules based on the Autonomic Web Service Environment (AWSE) [18] framework, which provides autonomic control of the Web service at the provider’s end. We describe the modules below in further detail.

3.1 Service Requirements Handler (SRH)

Service Requirements Handler finds required services for the user based on some specified selection criteria. It accepts specifications describing service requirements in a formal language and returns a set of selected services in the order of execution. The language should be specified based on the XML (eXtensible Markup Language) [21] and Web service ontology, which we will refer to as a Service Requirements Specification Language (SRSL). The Semantic Web Services group is currently working on Web Ontology Language for Services (OWL-S) [15], which supplies Web service providers with a core set of markup language constructs for describing the properties and capabilities of Web services in an unambiguous and computer-interpretable form. For service discovery, semantic markup information about service offerings, properties, parameters, and return values, should be stored in an extended UDDI. A SRSL based on standards like OWL-S, can match the semantic service selection criteria against the information in the extended UDDI. To enable QoS-based service selection, we propose the use of a certified QoS knowledgebase that can be built by the Performance Monitor in CSMM as shown in Figure 2. In case of an error in a workflow, SRH can find a replacement service. For complete automation, SRH communicates directly with the Negotiation Broker.

3.2 Negotiation Broker (NB)

Negotiation Broker takes an ordered list of selected services and the negotiation policies from all the service providers and the service consumers. The policies specify the context of the negotiators, their goals, constraints, preferred strategies and external factors that may influence the decision process as shown in the example in Figure 6. A knowledgebase stores the negotiation policies, which can be used to derive improved negotiation strategies and provide assistance in the case of uncertainties in negotiation issues using artificial intelligence techniques. Also stored policies can be retrieved for subsequent negotiations between the same consumer-provider pair. This module performs the negotiation locally as a broker service and returns SLAs to both parties. This can reduce network traffic, and security issues in negotiation. However, the negotiating parties have to trust the broker to convey their goals and policies. We assume that the NB is a trusted service and WS-Trust [22] can be used as a guideline for the trust relationship. The module can be expanded to multiple sub-modules for strategic decision making, multiple SLA negotiation for composite processes, and SLA generation. NB can be extended to perform more general negotiations.

3.3 Workflow Manager (WM)

Workflow Manager takes an ordered list of selected services with the necessary input parameters for each of them, and generates a Web Service Business Process Execution Language (WS-BPEL) [13] specification of a service orchestration. The workflow can be returned to the customer to be executed locally or can be executed by the WM in a manner similar to the workflow execution engine in BPEL. Orchestration describes how Web services can interact with each other at the message level, including the business logic and execution order of the interactions. These
interactions may span applications and/or organizations, and result in a persistent, transactional, multi-step process model. WM is designed as a Web service. WM defines the workflow with check-points for exception handling and monitoring purposes and executes it in a centralized manner as the BPEL workflow engine, which allows it to handle the exceptions or re-invoke services. The output from the last Web service in a process can go directly to the customer. To achieve higher reliability, WM can re-invoke a service with fewer constraints if it does not return a result in the first place, or design the workflow to generate a set of alternative results for the customer.

3.4 Performance Monitor (PM)

Performance Monitor takes the SLAs and workflow specification as input and performs the SLA compliance checking for the service consumer. If a service becomes unavailable, it should react after some threshold period and request the Error Tracking and Recovery (ETR) sub-module to take a corrective action based on the workflow definition. For example, the ETR can request SRH for a service replacement and then request WM to build a revised workflow with the replaced service. A Report Collector module collects performance reports from services for the PM, which in turn analyses the reports and sends the analyzed data to the certified statistical QoS knowledgebase to enable QoS-based service selection.

Our design requires each individual service of a composite workflow to report back to the monitor. This could be achieved by the extension of the Simple Object Access Protocol (SOAP) [20] message structure to include a “reportLog” as shown in Figures 3 and 4. The interpreter of SOAP messages at the service provider’s end will extract this log part from the message, which specifies where the log report should be sent. The module invoking a service would initialize the “receiver” attribute within the “reportLog” to specify the party that would receive the report. The SOAP message interpreter would be responsible for returning a SOAP message to the designated receiver and specifying the other fields within the “reportLog” such as, “service” referring to the service name, “repTime” referring to the time when the service completed or the reporting time, “report” notifying “success” or “failure”, and possibly the return values for the “reval” attribute at the end of the service execution.

The report can contain minimal information to limit the network traffic and help trace the process workflow. It may be sufficient to store the last report only to reduce storage of state information. This is, however, a stateful and centralized approach. In a more stateless and decentralized approach, the logs would continue to be added to the SOAP message, which would be passed along the process, and the final Web service would send it to the originator of the process. In the latter approach, the risk lies in the report being lost with the failure of a service, resulting in a longer timeout period for the originator to detect a failure in the workflow.

4. Example Scenario of CSMM

We describe the CSMM with an example scenario of a customer wanting to plan a vacation using Web services. This will typically require multiple services such as site selection, travel planning, hotel reservation, and tourist services, to be chained together in a composite service process. CSMM can assist the customer in creating, executing and managing this composite service. Since service requirements specification is the key that guides the activity of CSMM, it should be specified properly. An intelligent user interface with a knowledgebase of possible services and service options can facilitate the specification. SRH finds component services to meet the specifications and returns the services in the order of execution either to the customer, if SRH service was invoked, or to the NB, if the comprehensive service of CSMM was invoked. Figure 5 shows an example of the type of information that the service consumer should convey to the SRH through a SRSL specification.

The NB then collects the policies from both parties for each service, and places them into the negotiation knowledgebase. Figure 6 shows an example of a negotiation policy specification of the “selectLocation” service provider. It contains the name of the policy owner as “policymaker”, the “context” of the party which is considered by the other party during negotiation, “goal”, “constraints” and negotiation “strategy”. The constraint specification may include external factors defined as functions which should be evaluated by the NB during the negotiation process, such as the currently available resources.
Figure 6. Negotiation policy specification for the “selectLocation” service provider

Figure 7. Workflow for vacation planning service

constraints may specify maximum and minimum values of different service attributes. A negotiation strategy may describe conditional prices based on the service demand and required service attributes. The “tradeoff” section specifies the incremental rate of the service price beyond a certain point of desired service property. In the above example, when the service availability is >= 90%, a $0.2 price increment incurs for every 1% increase in service availability. If a negotiation completes successfully then a set of SLAs are sent back to both the parties involved. For our example, negotiation is done for all four services and if a negotiation fails, no SLAs are returned for it. When a comprehensive service is expected, the NB requests the SRH for a replacement service.

Figure 7 shows a very simple and straightforward workflow of our example vacation planning composite service process. The arrows indicate information and control flow and the square boxes show each service in the process. The WM then builds a workflow with the selected services in sequence, and parameters that are obtained from the customer such as different options and preferences. Some of the parameters are defined by the outputs of the previous services in the workflow. Output from the “selectLocation” service is passed as the input to all other services. Once the location is selected, that information along with other user preferences, are sent to the travel service to book travel media. As the travel plans are made, the dates and location information are used for the other two services to arrange for accommodation and plan tours. Since the latter two are independent of each other, they can be executed in parallel.

The “reportLog” section (ref. Figure 3 and 4) is inserted in the message sent to the location selection service for monitoring purposes. By default, the PM is designated as the receiver of the reports. However, the customer can also choose to receive the reports. The PM should obtain a message from each service in the workflow as the services return the results. The reports should contain necessary information to verify compliance with the SLAs. A missing report indicates a failure or unavailability on the service’s part and necessary corrective actions are initiated by the ETR sub-module. In case of a successful execution, the location selection service would select a location, the travel planner service would book or buy tickets for traveling to that location, the accommodation planner service would book the hotel and finally, the tourism service would book tours for the customer.

5. Related Work

To the best of our knowledge, no other work in the literature addresses the complete client-side service management problem. Web Service Management Layer (WSML) [1] is a middleware that lies between the client application and Web services, and facilitates development and client-side management of integrated service applications. The modules in CSMM are designed as Web services and have a more distributed architecture. Illner et al. [5] present their work on policy governed automated management of embedded service systems using model-based approach. Our work uses policies only for the NM, and focuses on managing and executing consumer calls rather than managing Web service systems. Universal Service Description Language (USDL) [17] and Web Service Offering Language (WSOL) [19] are some of the work that are geared towards more efficient service selection and management and may contribute to the definition of a SRSL. Other comparable work in this area includes specification of QoS ontology for autonomic service selection using agents as proxies [12], study of the requirements for context representation for Web services [11], and processing heterogeneous context information [8].
and Li et al. [9] propose different Web-based negotiation approaches that are comparable to the approach of the NB module in CSMM. Sahai et al. [16] propose a distributed message tracking algorithm and the Web Services Management Network (WSMN) [9] for monitoring composite Web service processes. The message tracking used in the CSMM PM differs from that in the formatting and processing of the messages. Other research work that contributes to client-side management to some extent includes QoS-based service composition [23].

6. Conclusion

CSMM can relieve the customers from the overhead of performing the management tasks for building and executing composite Web services based workflows. The conceptual architecture of the CSMM contains four main modules for Web service selection, workflow definition and execution, SLA negotiation, and client-side monitoring. The modules are designed as Web services, which allow individual or comprehensive use of their services as required by the consumer, and also extend the usability of the modules to provide other similar services.

We are working on designing and implementing CSMM, starting with the negotiation module, for use in our AWSE framework [18]. As future work, CSMM modules can be further extended for use in the paradigm of wireless or pervasive computing and small industrial devices [7], where clients have limited processing power. Due to the use of Web service technology, CSMM can also provide ubiquitous access to a wide range of service consumers. The individual service modules in CSMM can be further utilized as independent services for automated policy based negotiations, service ratings, and distributed resource monitoring with WSDM (Web Services Distributed Management) interfaces [14]. Thus CSMM can leverage the use of Web services in business processes and provide modular services for similar tasks to a wide range of customers.
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